Finding small equivalent decision trees is hard
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Abstract

Two decision trees are called decision equivalent if they represent the
same function, i.e., they yield the same result for every possible input.

We prove that given a decision tree and a number, to decide if there
is a decision equivalent decision tree of size at most that number is NP-
complete. As a consequence, finding a decision tree of minimal size that is
decision equivalent to a given decision tree is an NP-hard problem.

This result differs from the well-known result of NP-hardness of finding
a decision tree of minimal size that is consistent with a given training set.
Instead our result is a basic result for decision trees, apart from the setting
of inductive inference.

1 Introduction

A decision tree [9] is a standard model for evaluating a discrete function. It can
be defined as follows. Given a finite set A of attributes for which every attribute
a € A can take a value from a finite set X,, and a finite set B of classifications,
a deciston tree is a directed tree in which

e every internal node including the root is labelled by an attribute a € A;

e every internal node labelled by an attribute a € A has exactly #X, outgoing
edges, each of them labelled by a unique element of X,;

e every leaf is labelled by a classification.
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The corresponding function from the instance space X = [[,c4 X, to B is defined
by following the path from the root to a leaf according to the values of the
instance, and yielding the label of that leaf. Two decision trees are called decision
equivalent [3, 4] if the corresponding functions are the same, i.e., for all possible
instances both trees yield the same value.

We address the question of how to express such a function in the most efficient
way as a decision tree. The most natural notion of efficiency of a decision tree
is its size: its number of internal nodes. So our question reads: given a decision
tree, find a decision tree that is decision equivalent to the given one for which no
decision equivalent decision tree of a smaller size exists.

In [4] an algorithm is given for reducing a decision tree to a tree all of whose
transposes are simply reduced. We do not give their technical definitions here,
but indeed this means that for some decision trees a smaller decision equivalent
decision tree is given by their algorithm. However, this does not hold for all
decision trees. For instance, all transposes of the decision tree

p(q(3,7(1,2)),7(q(0,1),2)),

turn out to be simply reduced, hence their algorithm is not able to reduce it fur-
ther, while it is decision equivalent to the smaller decision tree ¢(p(3,7(0, 2)), r(1, 2)).
Here we use the notation to be introduced in Section 2.

On the other hand many other techniques have been designed for simplifying
decision trees, see [1] for an overview. However, in these techniques nearly always
the simplified decision tree is not decision equivalent to the original decision tree.

Back to our main question: given a decision tree, find a decision tree that is
decision equivalent to the given one for which no decision equivalent decision tree
of a smaller size exists. We prove that this problem is essentially hard. More
precisely, we prove that it is an NP-hard question by proving that the following
question is NP-complete:

Given a decision tree and a number k. Is there a decision equivalent
decision tree of size k7

We already succeed in doing this for the simplest kind of decision trees in which
the classification and all attributes are binary, i.e., all sets X, and the set B are
all equal to {1,0}. Our proof is based on the NP-completeness of deciding on the
existence of an independent set of a given size in a given undirected graph. Here
a set of nodes is called independent if no two of them are connected by an edge.
The main idea of our proof is that we code an arbitrary undirected graph in a
discrete function and we develop techniques for computing the minimal size of a
decision tree corresponding to this particular discrete function. We show that if
this construction is applied on a graph obtained by adding a big disjoint clique
to a given graph, the maximal size of an independent set in the given graph is a
main factor in the minimal size of the final decision tree, by which our proof can
be given.



An important application of decision trees is in inductive inference, or shortly
induction, in the area of machine learning [8]. Roughly speaking, a number of
observations each consisting of an instance in X and an outcome in B, has to
be used to predict the outcome of new instances. More precisely, for a finite
training set of observations (z;,y;) € X x B for i =1,2,...,n, we have to find a
suitable total function 4 : X — {1, 0}, called the hypothesis, such that h(z;) = y;
for all t =1,2,...,n. The objective is to find a hypothesis reflecting underlying
unknown regularities in the observations as much as possible.

The standard way of decision tree induction is now as follows: for a training set
of observations find a corresponding decision tree 7" using some greedy algorithm,
and yield the corresponding function as the desired hypothesis.

One may think that such a greedy algorithm will always find efficient decision
trees. However, this is not the case: we now give an example in which it yields a
decision tree allowing a much smaller decision equivalent decision tree. Consider
the following training set of 16 observations with three binary attributes p, q,r
and one binary classification:

frequency | p | ¢ | r | classification
) 1 1 1 1
1 1 1 0 0
1 1 0 1 0
1 0 1 1 1
4 O |10 0
4 0|01 0

Let T be the decision tree ¢(r(1,0),0), in the notation to be introduced in Section
2. The decision tree 7" represents the conjunction of ¢ and r and is consistent with
all 16 observations. However, the standard greedy algorithm for growing decision
trees based on the information gain criterion as in [10] yields the decision tree
p(T,T), which is decision equivalent to the much smaller decision tree T'.

In terms of induction the most natural question is to find a smallest decision
tree that is consistent with a given training set. This question has been proven
to be NP-hard in [6], while finding a smallest one with respect to the expected
number of tests was already proven to be NP-hard in [7]. We want to stress that
apart from inductive inference the concept of decision trees is of interest too for
describing discrete functions, and in this latter setting our question of finding a
smallest decision equivalent decision tree is the most natural question.

We assume all attributes to be binary, i.e., X, = {1,0} for all a € A, and also
B ={1,0}.

In Section 2 we present the basic definitions. In Section 3 we present our main
result. Some concluding remarks are given in Section 4.



2 Basic definitions

We consider a finite set A of binary attributes of which typical elements are
denoted by p,q,r,.... An instance s over A is defined to be a map from A to
{1, 0}; intuitively for an attribute p and an instance s the value s(p) represents
whether or not the boolean attribute p holds for the instance s. Note that in
the introduction we considered instances as being elements of [],c4 X4; by the
assumption that X, = {1,0} for all a« € A this difference is only a matter of
notation.

A decision tree over A is a binary tree in which every internal node is labelled
by an attribute and every leaf is labelled either 1 or 0. More formally, the set D
of decision trees is defined to be the smallest set of strings satisfying

e 1D, and
e 0 D, and
e ifpec Aand T,U € D then p(T,U) € D.

Introducing the convention that in a decision tree the left branch of a node p
corresponds to p taking the value 1 and the right branch corresponds to 0, a
boolean value ¢(T, s) can be assigned to every decision tree 7" and every instance
s, inductively defined as follows

) =1

) =0

o(p(T,U),s) = o¢(T,s) ifs(p) =
U),s) = o¢(U,s) if s(p)

Alternatively, in propositional notation the last two lines can be written as

¢(p(T,U),s) = (s(p) Ad(T, ) V (=s(p) A ¢(U, 5)),

or equivalently as ¢(p(T,U),s) = (s(p) — ¢(T,s)) A (—=s(p) — ¢(U,s)). The
function ¢(7', —) is the function corresponding to the decision tree 7.

Two decision trees T and U are called decision equivalent, or shortly equiva-
lent, denoted as T' ~ U, if they represent the same function, i.e.,

1
0.

&(T,s) = ¢(U,s) forall s: A— {1,0}.

The size size(T) of a decision tree T is defined to be the number of (internal)
nodes of T; it is defined inductively by

size(1) = size(0) = 0;
size(p(T,U)) = 1 + size(T) + size(U).
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Write B = {1,0}, and write A — B for the set of all maps from A to B. For any
function f : (A — B) — B there exists a decision tree T such that ¢(7T, s) = f(s)
for all s: A — B. For a function f : (A — B) — B we define the minimal size
minsize(f) of f to be the size size(T') of a decision tree T satisfying ¢(T, s) = f(s)
for all s : A — B, and for which no decision tree of a smaller size exists having
this same property.

3 The main result

In two lemmas we compute minsize(f) for particular classes of functions f. Let
g be defined by

( ) = 0 if m =0, and
9mm) = men=) e 5
Lemma 1 Let #A =n and S C A satisfying #S =m. Let f : (A — B) - B
be defined by

f(s) = 1 if and only if there exists p € S such that s(p) = 1 and
s(q) =0 for all g € A\ {p}.

Then minsize(f) = g(n,m).

Proof: We apply induction on n. In case m = 0 no p € S exists, hence f(s) =0
for all s : A — B. Hence ¢(T,s) = f(s) for all s : A — B for the decision tree
T = 0 of size 0. Hence minsize(f) = 0 = ¢g(n,0). This case m = 0 includes the
basis n = 0 of the induction on n.

For the remaining case we have n > m > 0. We are looking for the minimal
size of a decision tree T satisfying ¢(T, s) = f(s) for all s: A — B. Since m > 0
there exists p € S and both 1 and 0 occur in the image of f. Hence T is of the
shape p(T1,Ty). Since T is of minimal size we conclude that p does not occur in
T, and T,. We distinguish two cases: p € S and p & S; for both cases we are
going to compute the minimal sizes of 7} and 75 and hence for 7T'.

Assume p € S. Let s : A — B be arbitrary. If s(p) = 1 then ¢(7,s) =
#(T1, s), and has to yield 1 if s(q) = 0 for all ¢ € A\ {p}, and 0 otherwise. A
minimal decision tree 77 having this property is p1(0, p2(0, ..., p,—1(0,1)...)) of
size n — 1, where A\ {p} = {p1,p2, ..., Pn-1}- If s(p) = 0 then ¢(T, s) = ¢(15, s),
and has to yield 1 if and only if s(r) = 1 for some r € S\ {p} and s(g) = 0 for
all ¢ € A\ {p,r}. By induction hypothesis the minimal size of such a decision
tree Ty is g(n — 1, m — 1). Hence if p € S the minimal size of the decision tree
T =p(T1,Ty) is

(m—1)(m —2)

n+gln—1,m—-1)=n+(n-1)+ 5




=n+w+(n—m) = g(n,m) + (n —m).

Next assume p ¢ S. If s(p) = 1 then we want to have ¢(7,s) = ¢(T1,s) =0
which is simply obtained by T} = 0 of size 0. If s(p) = 0 then ¢(7, s) = (13, s),
and has to yield 1 if and only if s(r) = 1 for some r € S and s(q) = 0 for all
g € A\{p,r}. By induction hypothesis the minimal size of such a decision tree 75
is g(n — 1, m). Hence if p € S the minimal size of the decision tree T = p(7}, T3)
® m(m — 1)

2

If m =n then S = A and p € S does not occur. If m < n both p € S and
p € S may occur and the minimal size of the decision tree T is the minimum of
both values we computed. Summarizing we obtain that minsize(f) is equal to

l+g(n—1,m)=14+(n—-1)+ = g(n,m).

0 itm =0
g(n,m)+ (n —m) = g(n,m) ifm=n>0
min(g(n,m) + (n —m), g(n,m)) = g(n,m) f0<m<n

Hence minsize(f) = g(n, m) for all m,n satisfying 0 < m < n. O

Note that this proof also provides a construction for a corresponding decision tree
of minimal size, in which the n — m attributes in A \ S occur in the top of the
tree, all having 0 as its left argument, and the rest of the tree has size w and
all nodes are in S. As an example we give a decision tree for A = {p,q,r,s,t,u}

and S = {p,q,r, s}

/\
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Indeed the size of this decision tree is n + w =12 for n = 6 and m = 4.

An (undirected) graph G is a pair (V, E) where V is a finite set and E C P(V)
and #e =2 for alle € F.
Let g be defined as before. The function N on graphs is defined inductively
by N(V,0) =0, and
N(V,E) =

min(1+g(#V — 1,d(p, V. E)) + N(V\ {p}, {e € Elp ¢ ¢}))
if £ # (), where d(p,V, E) = #{q € V|{p,q} € E}.
Lemma 2 Let G = (V, E) be a graph and let fg: (V — B) — B be defined by

fa(s) = 1 if and only if there exists e € E such that s(p) = 1 for
p € e and s(p) =0 forp & e.

Then minsize(fg) = N(V, E).

Proof: If E = () then fg(s) = 0 for all s : V — B, and 0 is the minimal size
decision tree for fg, having size N(V, E) = 0.

In the remaining case E # () and both 1 and 0 occur in the image of fg. Hence
T is of the shape p(71,T3), where T is a minimal size decision tree T satisfying
&(T, s) = fa(s) for all s : V — B. Since T is of minimal size we conclude that p
does not occur in 77 and 75. We apply induction on #V; for #V = 0 we have
E = () and we are already done. For the induction step assume #V > 0.

Let s : V — B be arbitrary. Assume s(p) = 1. Then ¢(T,s) = ¢(11,s), and
has to yield 1 if and only if s(q) = 1 for some g for which {p, ¢} € F and s(r) =0
for all 7 € V' \ {p,q}. According to Lemma 1 a minimal decision tree 77 having
this property has size g(#V — 1,#{q € V|{p,q} € E}).

Next assume that s(p) = 0. Then ¢(T,s) = ¢(T,s), and has to yield 1 if
and only if there exists e € E such that s(q) = 1 for ¢ € E and s(q) = 0 for
g ¢ E. Since p does not occur in T, and s(p) = 0 this only involves e € F
satisfying p € e. According to the induction hypothesis the minimal size of the
corresponding decision tree 75 is N(V \ {p},{e € E|p & €}).

Combining both minimal sizes yields a minimal size

1+g(#V —1,d(p,V,E) + N(V\ {p},{e € Elp & e})

for T'= p(T},T5). The real minimal size of T" is obtained by taking the minimum
of this value for p running over all elements of V', yielding N (V, E') by definition.
O

The following lemma gives a non-inductive characterization of N(V, E). First
we introduce some notation. For a total order > on V we write p > ¢ if and



only if either p > ¢q or p = ¢. For any node p € V we consider the graph
(V(p,>), E(p,>)) obtained by stripping all nodes less than p, i.e.,

Vp,~) ={q€Vig=np}

E(p,>)={{¢,;r} € Elg=pAr = p}.
In this graph (V(p,>), E(p,>)) we write d(p,>) for the degree of the node p,
ie.,

d(p,>) =#{qg € Vig>-pr{pq} € E}.
We define h(p, >) to be

#V(p,>) if E(p,>) =10
#V(p,~)—1 if E(p,>) # 0 and d(p,>) =0
——d(p’>)(d2(”’>)_1) if E(p,>) # 0 and d(p,>) > 0.

Write Q(>) = X,ev h(p, >).

Lemma 3 Let (V, E) be a graph, and let for every total order = on V the value
Q(>) be defined as above. Then

Nv.E) — BV A

max > ).
2 - total order on VQ( )

Proof: We apply induction on #V. For #V = 1 we have h(p,>) = 1 for the
single element p € V and the single total order > on V| yielding Q(>) = 1, by

which
#FE+L) max Q(>)
2 >~ total order on V/
yields the required value 0.
For the induction step assume #V > 1. If E = () then we obtain Q(>) =
Ypev h(p, =) = v = w for every total order > on V', by which

#V(#HV +1)
- max -
2 - total order on VQ( )

yields the required value 0. In the remaining case we have E # (). An arbitrary
total order > on V is obtained by choosing an arbitrary element p € V' as the
minimum with respect to >, and choose recursively an arbitrary total order on
V \ {p}. Fix > to be a total order on V for which Q(>) has a maximal value,
fix p to be the minimum with respect to >, and let =" be the restriction of > to
V'\ {p}. By definition N(V, E) is equal to

1+g(#V —1,d(p,V,E) + N(V\ {p},{e € Elp & e});



from the induction hypothesis we conclude that

(#V - D#V

NV \{p},{e€ Elp¢e})= 5

Since E # () we have by definition

9g#V —1,#{qe Vi{p,q} € E} = g(#V — 1,d(p,>)) = #V — 1 — h(p, ).

By definition we have Q(>) = Q(>") + h(p, >). Combining all these observations
yields

- Q(-).

N(V,E)
14+ g#V —1,d(p,V,E)+ NV \ {p},{e € Ejp & €})
1+ #V —1—h(p, =) + E=DE ()

= L (1,) 4 Q)
= B - Q)

which we had to prove. O

For a graph (V, E), and a positive integer a, let (VV*, E%) be the graph, ob-
tained by adding a disjoint clique of « vertices to (V, E), i.e., V¥ =V U{z1,..., 24}
(assuming z1, . .., 2, do not belong to V'), and E* = EU{{z;, 2} |1 <i < j < a}.
We will now elaborate the observation that for a big value of o for the graph
(Ve, E®) for a graph (V,E) of low degree, the contribution for d(p,>) > 0
in computing h(p, =) may be neglected compared to the big contributions for
d(p,>) = 0. In that case we succeed in relating the corresponding values of Q(>)
to sizes of independent sets.

An independent set in a graph G = (V, F) is defined to be a set of vertices
W C V, such that for all v,w € W, {v,w} ¢ E. The problem, given a graph
G = (V, E), such that no vertex in G has degree larger than three, and an integer
k < #V to determine if G has an independent set of size at least k is well known
to be NP-complete, see [5].

Write C(a) = 1+ X2 —@, for integers .

Lemma 4 Let (V, E) be a graph in which all nodes have degree < 3, n = #V,
r <n, and let « = n(r + 3). Let Q be defined as above for the extended graph
(Ve,E®). Then (V,E) has an independent set of size at least r, if and only if
there is a total order > on V' such that Q(>) > C(a) + ra — 3n.

Proof: First, suppose (V, E) has an independent set W of size at least r. Define a
total order > on V' in which the elements of V'\ W are the smallest elements, the
elements z1, ..., z, are the biggest, and the elements of W are in between. Then
d(p,>) = 0 and #V(p,>) > o for p € W, hence 3" ey h(p, =) > a#W > ra.
For p € V\ W we have d(p, =) < 3, hence h(p, ) > —3, yielding > e\ w h(p, >~
) > —3n. Finally we have > | h(z;, >) = C(«). Adding these three sums yields

Q(-) = Z h(p,>) > C(a) + ra — 3n.

peEVQ



Conversely, suppose a total order > on V¢ exists satisfying Q(>) > C(a) +
ra—3n. Let S={peV |d(p,>)=0}. We claim that S is an independent set
in (V, E) of size at least . Suppose {p,q} € E for p,q € S. Then either p > ¢
or ¢ > p, by symmetry we may assume ¢ > p. Hence d(p,>) = #{q € V|q >
pA{p,q} € E} > 0, contradicting p € S. Hence {p,q} ¢ E for p,q € S, proving
that S is an independent set in (V, E). It remains to show that #S > r. Forp € S
we have h(p, =) < #V* =n+a, hence Y ,c5h(p,>) < #S(n+a). Forpe V\S
we have h(p, =) < 0, hence 3 ,cy\gh(p,>=) < 0. For the maximal element z
among 2, ..., 2%, we obtain h(z;,>) < #V(zx,>) < n. For the other elements
in z,..., 2z, the contribution to Q(>) is 19} —@ = C(a) — 1. Adding these
sums yields

Cla)+ra=3n<Q(-) <#Snh+a)+n+Cla) -1
< Cla)+ #S(n+ «a) +n.
Applying a = n(r + 3) this yields

ra—4n  (r—=1)(r+4)n

#5 > n+a  (r+4)n =r—1L

Since #5S is integer and #S > r — 1 we conclude that #S > r. ad

Theorem 5 The problem, given a decision tree and an integer k, to decide if
there is an equivalent decision tree of size at most k is NP-complete.

Proof: The problem belongs to NP, since verifying equivalence of decision trees
can easily be done in polynomial (even quadratic) time as is shown in [11].

To prove NP-completeness, we use the results shown above, and transform
from the independent set problem for graphs with all vertices degree at most
three.

Let G = (V, E) be a graph of maximum degree three, write n = #V, and let
r be an integer satisfying 0 < r < n. Let @ = n(r + 3), and let G* be the graph
obtained from G' by adding a clique of size a as before.

Let fgeo be the function for this extended graph as defined in Lemma 2.
Construct a decision tree T satisfying ¢(T,s) = fga(s) for all s : A — B. By
using the construction as given in the proofs of Lemmas 1 and 2 while choosing p
arbitrarily at every level, this can be done in polynomial time resulting in a tree
T of polynomial size.
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Now, let k = #V*(#V*+1)/2 — (C(a) + ra — 3n). We obtain

AU :size(U) < kAU ~T
AU :size(U) < kAVs: A— B:¢(U,s) = fga(s)
minsize(fgo) < k
N(Ve, E®) < k
(by Lemma 2)
& A H#VHH#V+1)/2-Q(~) <k
(by Lemma 3)
& IF=:Q(-) > C(a)+ra—3n
(by definition of k)
< (V, E) has an independent set of size at least r
(by Lemma 4).

This proves the theorem. O

tee

4 Concluding remarks

In this paper we proved that finding a decision tree of minimal size that is decision
equivalent to a given decision tree is an NP-hard problem. Hence we may expect
that an algorithm for finding such a decision tree will not be efficient. One
way to find such a decision tree is by trying each of the attributes as the root
successively and going on by recursion. This straightforward search algorithm
can be optimized by applying branch and bound techniques.

Closely related to decision trees are BDDs as presented in [2]. The only
difference is that subtrees are allowed to be shared; a BDD is a directed acyclic
graph rather than a tree. The question of finding an equivalent BDD of minimal
size is hard too: even the question whether a given BDD is equivalent to 0 is
NP-complete. This easily follows from NP-completeness of satisfiability and the
observation that every proposition can be represented in linear time as a BDD.

An interesting open problem is whether good approximation algorithms exist
for the problem to find equivalent decision trees of minimal size, e.g., polynomial
time approximation algorithms with a bounded approximation ratio. This means
that every decision tree found by the approximation algorithm is not more than
a constant multiplicative factor larger than the decision tree of minimal size.
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