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Preface

When the first working version® of the EA Visualizer was finished in 1998, it was tested
by a group of users. Even though the system was accepted as being a powerful and useful
one as well as being self contained, it was generally felt that the program would be more
accessible to a greater audience when a tutorial with an operational setting would be
available. Without such a tutorial, getting to know and understand the system is a task
that requires some interest and curiosity as the help system must be explored in order to
find explanations for system parts. Having a tutorial with a great amount of examples of
a great variety would be easier to use in quickly getting a feel for the system as it directly
allows the user to properly create an EA and run it without making quick and therefore
mostly wrong decisions in defining an EA. So, even though the FA Visualizer is a self
contained enough system to directly use and work with, this tutorial will greatly aid in
quickly getting to know the basics of the system.

This tutorial is thus a guide to the FA Visualizer system. The reader is presented with a
description of how to operate parts of the system without going into technical implemen-
tation details. After describing the system parts, a set of examples is given for both the
single runs and the multiple runs way of running EAs. In this way, the reader can directly
try out the system while reading this tutorial, giving a good feel of what it is capable of
and of how things work. Next to such an operational description, other parts such as menu
items are all described as well, so as to make this tutorial self-contained just as is the help
system. This means that all parts of the FA Visualizer that the user can be confronted
with in the user interface can be found here. At this point we should note that when items
from the FA Visualizer are not clear while reading this tutorial, the system itself can be
used directly to resolve this through the help system that is inbedded. There, a summary
of all relevant components is given along with explanatory information for each of them.
Next to an operational description of the EA Visualizer system, the editor version is de-
scribed as well. Again first through explanation and second through examples, the user is
guided in the use of the system.

Upon writing this tutorial, the current version of the EA Visualizer is 1.4. The general idea
of the system has always been the same, so this tutorial is applicable also if your version of
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the system is more recent?. Furthermore, the images in this tutorial are all taken from the
same computer running the operating system WINDOWS 98, using the JDK 1.2 from SUN
and screen resolutions of 1280 x 1024 and 1024 x 768. This however does not withhold us
to note that because of recent developments in JAVA technology, using the EA Visualizer
is transparent in that on any system the interfaces are alike to such an extent that using
any of them in a tutorial would be evenly explanatory. In some details you might find
differences with your current working version, but the setup of the system is to such an
extent the same that you will never find any harmful inconvenience when working with
your own system while reading this tutorial. For any further information you can contact
me by going to section 6.2 and address me with whatever remarks or comments you might
have. In the mean time, I hope you will enjoy this scientific system and that it will aid
and benefit you in your research as it does me every day.

Peter A.N. Bosman
June 1999

2This is always the case when starting the applet on the WWW or when downloading the latest version
at: http://www.cs.uu.nl/people/peterb/computer/ea/eavisualizer/EAVisualizer.html
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Chapter 1

Operating the system

In this chapter, the basic operation of the system is described. The components of the main
Graphical User Interface (GUI) are explained as they are what you will see on your screen
most of the time. Other user interfaces that you will be confronted with while working
with the FA Visualizer are described in other sections where they are most applicable and
will be encountered while operating that part of the system. This means that the actual
creation and running of EAs in an operational setting is described in sections 3 and 4.

Before starting the general description of the system, the program files must be installed
and ready to be run. If you must still do this, you should first read section 6.1 and install
the system so as to operationally follow the remainder of this tutorial.

1.1 Starting up the system

In section 6.1 a description is given of how to install the FA Visualizer and how to start
the system using the JAVA runtime system. It is from that point on that we describe what
happens on screen, as well as how and why. In this section we start at the very beginning,
just after having executed the commandline to start the FA Visualizer.

The first thing that becomes visible on the screen is the EA Visualizer startup message
window!. In this frame the progress of the startup procedure can be monitored. As soon
as the startup is completed, this frame disappears. In figure 1.1 the startup frame at the
end of the initialization process is displayed, showing the intermediate steps that have all
successfully been executed during startup.

1As Frame is the JAVA equivalent of the window in WINDOWS, the word frame is freely used as a
substitute for window in this tutorial.
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FE4 EA Visualizer is starting up.
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Figure 1.1: Startup frame at the end of system initialization.
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Decrypting data

25%

Figure 1.2: Encryption/Decryption progress popup window.

During the third step, a checksum is done on all system files. This checksum involves
going over all files that should not be altered by the user and inspecting whether they are
still valid. This is done based upon information that is retrieved in the second step. This
information is stored encrypted and must first be decrypted in memory in order to retrieve
the actual checksum information. To this end, a popup window appears that displays the
progress in the decryption of the data, which is shown in figure 1.2.

When the checksum information is used to check the system files?, it might turn out that
some files are damaged. In this case, the system cannot start and the user is notified
of this through a Fatal Error message in a big red window, containing the error message.
Figure 1.3 shows such a window. In this case, a random system file was altered deliberately,
which was detected by the FA Visualizer. After clicking the Close button at the bottom
of this screen, the FA Visualizer will no longer start and the startup has failed, so the
program will end right there.

If all is right, your system files are errorfree. The system will then dispose of the startup
frame in figure 1.1 after execution of the all initialization steps and present the two main
windows for the EA Visualizer, meaning it is ready to run. In the next section we describe
these user interfaces.

2Some 250 files.
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Close

Figure 1.3: Fatal error reported by the system, making it unable to start.
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Figure 1.4: The main GUIs right after startup.

1.2 The main GUlIs

Once the system has started, the two main GUIs are shown on the full desktop area as
shown in figure 1.4. There are two frames, a larger one with a black background and
a smaller one at the south with the same background as the startup frame. The upper
frame is the main frame of the FA Visualizer and contains the viewing space where the
visualization mainly takes place.

The lower frame is the system message frame where the EA Visualizer states system
information when needed. When working with the system, messages are displayed here
when for instance a new EA is created or when the EA is reset. Also, errors are reported
here that warn you of incompatible settings that most likely result in undesired effects
during runs. More urgent errors are directly displayed in a blocking popup message as you
will notice. So the error messages that will appear in the system message frame are non
fatal and could be regarded as warnings, but should mostly be taken very seriously.
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Figure 1.5: An overview of the most important frame in the system.

The upper and main frame with the black background is the frame in which all operations
are done and as such is the main window of the FA Visualizer. It displays the results of
the evolutionary algorithms through the use of views and facilitates the user both to start
and stop the algorithm and open the frames to enter the settings for a new or a current
evolutionary algorithm. A general overview is displayed in figure 1.5.

As shown in the overview, the frame consists mainly of three parts:

e The menubar allows you to manipulate both the evolutionary algorithm and the
views for it that are currently active in the system. Also some general options can
be set regarding the system behaviour. These options are described below.

e The statusbar is located just below the menu bar. On the left of it are three image
buttons, much like the ones you’ll find on your CD player. When a button is disabled,
it will appear grey. Otherwise it will have a red-gold color. By pressing the play
button (leftmost button) when it is enabled, the current evolutionary algorithm will
start or continue to run. Pressing the stop button (button in the middle) will cause
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the evolutionary algorithm to stop immediately after the current generation step has
ended. In order to look closely at the progress the algorithm makes, the step button
(rightmost button) can be used. Pressing this button will cause the EA Visualizer
to perform exactly one generation step of the evolutionary algorithm.

On the right of the buttons, the status of the algorithm is displayed. This status can
be one of the following: Stopped, Evolving, Evolving (One Generation), Terminated.
Stopped means that either the evolutionary algorithm is not running, but it hasn’t
terminated yet, so it can be started or continued, or there is no algorithm defined
currently. Evolving implies that the algorithm is running until the termination con-
dition is met or the user has pressed the Stop button. When the status indicates
FEvolving (One Generation), the user has pressed the Step button. Finally, when
the status indicates Terminated, the evolutionary algorithm has stopped because its
termination condition has been met.

e The View Space is the black rectangle that is the body of the main frame. This space
is used to place internal views on. The views can be made “active” by moving the
mouse pointer over them. Once the mouse points at a certain view, that view will
have a yellow bounding box around it. When pressing <CTRL> + F1 when pointing
at a view, help will be displayed for that view. Any interactions that a view might
have defined for it, can be utilized by using the mouse, no matter where the view
is located in the view space. The internal views are layouted in the order that they
were added in. This order can be changed through the menu option Change Order
Of Views in the menu Views as described below.

We finish the description of the main GUIs in the FA Visualizer by going over the menubar
and explaining all selectable menuoptions.

e FA. This is the main menu for the manipulation of evolutionary algorithms. New
algorithms can be created and current ones edited or reset. This menu corresponds
to the File menu found in most standard applications.

— New Multiple Runs FA. Alternatively, the F2 key can be pressed on the keyboard
to activate this menu option. This creates a new multiple runs EA that can be
used for running a multiple of single run EAs a multiple of times. Different type
of views can be added to average results over these multiple of runs. More on
the difference between single run EAs and multiple run EAs can be found in
section 3 where the single run EAs are introduced. Selecting this menu item

opens a new interface in which the settings can be specified for a new multiple
runs EA.

— Edit Current Multiple Runs EA (Reset If Applied). Alternatively, the F3 key
can be pressed on the keyboard to activate this menu option. This menu option
is only available when a multiple runs EA is currently installed in the system. It
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opens the same interface as when a multiple runs EA would be created through
the “create” menu option, but now it already contains the information on the
current multiple runs EA that is installed. When the settings are applied, the EA
Visualizer is reset. This is required because alterations within a multiple of runs
do not allow for simple changes in the result that allow for direct continuation
of the current process. This means that all views will be removed upon applying
the changes and that the enumeration of the current multiple runs EA is reset
to start over.

— New Single Run FA. Alternatively, the F4 key can be pressed on the keyboard to
activate this menu option. This creates a new EA that can directly be used to be
run and visualized. The actual creation and running of such EAs is described
by operational examples in section 3. Selecting this menu item opens a new
interface in which the settings can be specified for a new single run EA.

— Settings Current Single Run FA. Alternatively, the F5 key can be pressed on
the keyboard to activate this menu option. This menu option is only available
when a single run EA is currently installed in the system. It opens the same
interface as when a single run EA would be created through the “create” menu
option, but now it already contains the information on the current single run
EA that is installed. When the settings are applied, the changes in the EA are
noted and reported in the system message frame at the bottom of the screen.

— Reset Single Run EA. Alternatively, the F6 key can be pressed on the keyboard
to activate this menu option. This menu option is only available if a single run
EA is currently installed in the system. Selecting this menu option resets the
entire algorithm by resetting each installed part.

— Reset Single Run Population. Alternatively, the F7 key can be pressed on the
keyboard to activate this menu option. This menu option is only available if a
single run EA is currently installed in the system. Selecting this menu option
resets the population by regenerating it. The other parts in the EA are left
unharmed.

— Erit. Alternatively, the F10 key can be pressed on the keyboard to activate
this menu option. This opens a popup window in which a question is posed
whether you really want to quit the system. Upon a confirmation, the system
is terminated. Upon a negative response, the system resumes its tasks.

e Views. Through this menu, the views in the system can be manipulated. Views can
be added and removed and their order can be interchanged so that they are layouted
differently in the view space. Each individual view gets an entry in this menu so that
its parameters can be altered. More on views can be found in section 2. The use of
these menus is demonstrated in sections that demonstrate the system by example,
being sections 3 and 4.
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— Add View. Alternatively, the F8 key can be pressed on the keyboard to activate
this menu option. This opens a new interface through which views can be added
to the system once an EA (single or multiple) is installed and not running. More
on views can be found in section 2.

— Remove View. Alternatively, the F9 key can be pressed on the keyboard to acti-
vate this menu option. This opens a new interface through which current views
can be removed from the system once an EA (single or multiple) is installed and
not running and views are currently active within the system.

— Change Order Of Views. This opens a new interface through which the order
in which the currently active views are administered within the system can be
altered. The way the views are added is directly used to layout the views in
the view space. This regards of course only the internal views as the external
views are separate windows. The internal views are layed out row by row,
preserving the ordering of the views in the system. This means that as many
views as possible are first placed on the first row. After this, the row is given the
height of the highest view. Then the other rows are filled if there are views left.
Because this might lead to an undesirable layouting of the views, the ordering
of the views in which they are placed in the rows one by one can be altered
through this menu option. More on internal and external views can be found in
section 2.

— View Names. Below the Change Order Of Views option, the views that have
been added and are currently active are placed. When one of these is selected,
an interface is shown with the current settings of parameters for that view,
which can then be altered.

e Options. In this menu, the way the FA Visualizer performs certain tasks can be
altered. This mostly has to do with how the views are updated with information
from the EAs.

— Single Run Views Updating. Opens the interface as shown in figure 1.6. The
Update Interval parameter is a number that specifies when to update the single
run views with information from the EA on the current state of the evolutionary
algorithm that is running in case of a single run EA. The number specifies
the amount of generations that have to pass before sending such an update
message to the views. Increasing the number implies that the views are less
frequently processing information to visualize, but this also means that the
visualized information is less extensive.

The When To Update parameter specifies this updating process more in general.
When “Always” is selected, the views are updated every generation. If the se-
lection is “By Generation Interval” (default setting), the updating is done every
so many generations according to the number specified above. Finally when
“Never” is selected, the views are never updated at all, except at termination.
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E%Parameters for Single RBun Yiews Updating

Update Interwal Il
[ Always

When To Update (= By Generation Interwval
(" Never

Applyl Cancel |

Figure 1.6: Entering parameters for the updating of single run views.
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Figure 1.7: Entering parameters for the updating of multiple runs views.

— Multiple Runs Views Updating. Opens the interface as shown in figure 1.7.
The Update Interval parameter is a number that specifies when to update the
multiple runs views views with information from the EA on the current state of
the evolutionary algorithm that is running in case of a multiple runs EA. The
number specifies the amount of generations that have to pass before sending
such an update message to the views. Increasing the number implies that the
views are less frequently processing information to visualize, but this also means
that the visualized information is less extensive.

The When To Update parameter specifies this updating process more in gen-
eral. When “Always” is selected, the views are updated every generation. If the
selection is “By Generation Interval”, the updating is done every so many gen-
erations according to the number specified. When “By Run” (default setting) is
selected, the views are updated when a run of an evolutionary algorithm termi-
nates. As multiple runs views mostly only gather information at the termination
of a run, this is the default setting.
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E%Parameters for Single RBun Yiews Hedrawing
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Figure 1.8: Entering parameters for the redrawing of single run views.

— Single Run Views Redrawing. Opens the interface as shown in figure 1.8. The

Redraw Interval parameter is a number that specifies when to redraw the single
run views in case of a single run EA. The number specifies the amount of
generations that have to pass before requesting the system to redraw the views.

The When To Redraw parameter specifies this redrawing process more in gen-
eral. When “Always” is selected, the views are redrawn every generation. If the
selection is “By Generation Interval” (default setting), the redrawing is done
every so many generations according to the number specified above. Finally
when “Never” is selected, the views are never redrawn at all, except at termina-
tion. Redrawing can make the run much slower as views can be graphically or
statistically intensive. The information passed on to the views has nothing to do
with the redrawing of the views, so no information is lost if the redrawing is set
to occur less often than every generation. The information flow is determined
by the view updating instead of the view redrawing. In other words, the final
results are the same when the views are selected to never be redrawn as the
only request to redraw will then occur at the very end (when the status equals
terminated).

Multiple Runs Views Redrawing. Opens the interface as shown in figure 1.9.
The Redraw Interval parameter is a number that specifies when to redraw the
multiple runs views in case of a multiple runs EA. The number specifies the
amount of generations that have to pass before requesting the system to redraw
the views.

The When To Redraw parameter specifies this redrawing process more in gen-
eral. When “Always” is selected, the views are redrawn every generation. If the
selection is “By Generation Interval”, the redrawing is done every so many gen-
erations according to the number specified above. When “By Run” is selected,
the views are updated when a run of the evolutionary algorithm terminates.
When “After Final Run” is selected (default setting), the views are redrawn
after the batch of runs for one and the same evolutionary algorithm. In other



1.2. THE MAIN GUIS 11

E%Parameters for Multiple Bunz Yiews Hedrawing

Figure 1.10: Entering parameters for the resetting of the population.

words, a multiple runs evolutionary algorithm is run a multiple of times for each
of the settings required in order to average the results in some way. Redraw-
ing the views “After Final Run” means that a redraw is requested every time
for instance 20 runs have been run with the same settings. This setting is most
commonly used as multiple runs views will have new information to display only
at such a point since information can then be averaged in some way. Therefore,
this is the default setting. Finally, when “Never” is selected, the views are only
redrawn when the complete multiple runs evolutionary algorithm terminates.

— Resetting Population. Opens the interface as shown in figure 1.10. When “Yes”
is selected, in using the Reset Single Run Population option from the EA menu,
the generation counter (located on the status bar) is also reset, otherwise it is
not.

e Help. In this menu, help information on the FA Visualizer can be found. The self
contained help system can be opened and general information on the system can be
found.
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About EA Yizualizer

Figure 1.11: Information on the EA Visualizer.

— Help Index. Selecting this item opens the help system on the index page. The
help system is described in section 1.3.

— About EA Visualizer. Selecting this item opens information on the EA Visual-
izer such as version, copyright and author as can be seen in figure 1.11. Pressing
the Close button at the bottom of the interface dismisses the information and
allows you to operate the system again as displaying the information blocks your
input to the system.

1.3 The help system

The FA Visualizer is equipped with a fully self contained help system that can aid you
at any point in time when using the system. Pressing the F1 key anywhere in the system
will bring up the help system with related information on the location where you pressed
the F1 key. This will always be information on the window in which you pressed the key.
Alternatively, the help index can be brought up by selecting this in the help menu in the
main GUIL Many items are not directly related to a window, so they cannot be found by
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pressing F1 somewhere. The help index can also be displayed by pressing the Index button
in the help interface. In the index all help topics are located and sorted alphabetically.

Just as in a WWW browser, the help information can be linked to other help information.
Such a link is displayed in blue, using blue underlining. This is for instance the case for
every entry in the help index. When you move the cursor over these links, it changes to a
handcursor. Pressing the mouse button then opens that link and displays a new page with
help information. Using the navigation buttons at the top of the interface, pages in your
history of browsing the help pages can be brought up. The Prev button brings you to the
previously visited page in your help browsing. Pressing the Nezt button brings you back
to where you were before if you just pressed the Prev button. Pressing the Close button
closes the help window and forgets your help browsing history. Basically, using the help
system is based upon following the links and browsing through the index, which is really
quite self explanatory. The index page of the help system is displayed in figure 1.12.
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Figure 1.12: The index page of the help system.



Chapter 2

Views and the view system

In this chapter we shortly focus on the visualization part of the FA Visualizer without
directly using it on evolutionary algorithms. In other words, we go over the viewing system
that given the data coming from the EAs presents information to the user. In the next
chapter the viewing system is implicitly demonstrated by working with EAs, just as is
done in the chapter following it. Here we present the most important general aspects you
should be aware of when working with the system.

2.1 Updating and redrawing

The views in the system visualize information coming from the EAs. This information is
constructed each generation as the EA that runs goes through the evolution step. The
information thus created is then collected by the EA Visualizer and shipped to the view-
ing system. The views are then updated and asked to redraw themselves with the new
information. As such, the views can be seen as slaves that redraw only upon request and
are provided with information.

Updating a view means that the information coming from the EA is presented to the view.
The view will then in some way process the information provided. For instance, when
regarding statistics, the information presented is processed to find for instance the average
fitness of the population or the amount of certain substrings or schemata in the population.
The key issue is that every view extracts the information required to visualize information.
Note that this extraction is separate from the visualization.

The visualization is done when a view is drawn. This is thus done based upon the informa-
tion extracted from the past updates. This internally stored data is used mostly to draw
some image such as a graph. However, this redrawing is only done upon request by the
system. Some visualizations might however take a lot of time, whereas you might only be

15
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interested in the final visualization at the end of a run. As was noted in the first chapter
when the menus in the system were explained, update intervals and redraw intervals can
be specified so that redrawing can be postponed if it really takes a lot of time. Mostly,
you will not want to do away with updating the views because the visualization you wish
to do has to be done based upon the information from all past generations. So it is more
likely that you will sometimes set a larger interval for redrawing then for updating. In any
way, you should note that updating views is separate from redrawing views and that a lot
of redrawing will slow down your EA.

This separation brings us to another note, which is automatic redrawing. Even though
you might specify that the system only issues redraw request every so many generations,
you might find that redrawing is done anyway in the mean time. This can happen when
you are working on a multitasking system and have lowered the focus of the main GUI for
the FA Visualizer. Once you request the focus for the main GUI of the system however,
your operating system will issue a redraw to paint the contents of the window. The FA
Visualizer then issues a redraw to the views, which results in displaying of course the latest
information anyhow even if you selected the system to request redraws only every so many
generations.

Also, views might redraw themselves as a result of interaction with the user (pressing the
mouse button somewhere in the view for instance). This has nothing to do with redrawing
called by the system while the EA is running, just as the automatic redrawing we just
noted.

2.2 Internal views and external views

The viewing system is set up in a modular way just as are the EAs as we shall see shortly
when discussing single run EAs. Furthermore views are capable of processing user input by
using a mouse pointing device. Before defining what views look like, we must ask ourselves
how a visualization comes into being. Mostly this is done in some graphical way as in
drawing graphs. But the visualization could also be merely a list of numbers. We are
now facing the problem that we want to offer the option to create views that graphically
visualize information without much overhead in defining a new system in which a drawing
of any type can be made, as well as the option to easily create text—based output that
can be copied and pasted to save the information to a file. A solution exists in creating
two types of views. This is what has been done in the FA Visualizer. On the one hand
we have internal views that can directly use graphical methods for drawing visualizations
and on the other hand we have external views that can be used as external frames without
restrictions. For instance this will allow very easy presentation of text when using text
components in a frame.
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Next to identifying the type of views in the system, we have to remember that the internal
views need to be layouted. This part is rather tricky because we have to describe in some
way how to layout a collection of views neatly. Are we going to compute what is the
best fit to some measure or are we going to apply a simple first fit heuristic? The latter
approach may very well result in an undesirable layout. However, the latter approach also
maintains the order in which the views were added and it is the most simple to implement.
Furthermore if we allow the user to switch the order of the views in the management of
the EAViewer, causing the layout to change as well, we need not worry about any not so
good looking layouts. If some ordering is not satisfactory, the user can change it if desired.
In order to employ a first fit heuristic however, we are to place views in rows from top
to bottom, layouting them with equal space on all sides in one row. If a view does not
fit on a row any longer, it is shipped to the next row. The row length is taken to be the
maximum of the width of the widest view and the width of the canvas that the views are
to be displayed upon. The layouting and the placing of the views is the easiest when all
views in one row are thought of to have the same height and a total width that equals the
maximum width. To this end a wrapper is used, which is a rectangle that is larger than an
actual view but is invisible to the user. This wrapper makes it easier to do the layouting
because we can at first determine what views will end up on what row, then determine the
sizes of their wrappers so that the views have an equal amount of spacing between them
on all sides so that they are centered as well. Finally all views are simply located in the
center of their wrappers.

So basically, you can expect two type of views when working with the FA Visualizer,
namely internal views that draw themselves directly on the view space of the main GUI
and external views that are placed in frames exterior to the system. Added to that, the
internal views are layouted as just mentioned, which can be influenced as noted in the first
section.

2.3 Graph drawer views

One type of view is special in the EA Visualizer, which is the Graph Drawer view. Behind
the scenes in the FA Visualizer, this is a general view that is capable of drawing graphs.
An example of such a view is shown in figure 2.1. As this view is generally applicable, we
discuss this view separate from the other views as we quickly go over its functionality.

Looking at figure 2.1, the main issue displayed is the graph itself. This graph is a twodimen-
sional plot of two variables. Above the graph, a title is displayed. In the graph the graph
entries are drawn, which can be multiple depending on the application using the graph
drawer. The graph properties are mostly adapted during the updates that are performed
by the system. This mostly means that the ranges along the axes change continuously.
However, below the graph three buttons can be seen and the plotting of the graph can be
influenced by pressing the leftmost of these that carries the name Options. By pressing
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Figure 2.1: An example of an internal view using the graph drawer.

this button, an external window appears with the settings for the graph as can be seen in
figure 2.2. After having set the options in the desired way, the changes can be applied,
cancelled or tried by pressing the three buttons respectively at the bottom of the settings
frame. Applying the settings means the settings are kept and the graph is drawn anew with
the new settings. Canceling the settings means that all changes in the settingsinterface
are discarded and that the view is redrawn with the same settings as when the options
interface was opened. Finally, trying the settings means the options interface does not
disappear and that the graph is only redrawn according to the current settings in the set-
tingsinterface. In other words, cancelling after trying still resets the graph to the settings
it used when the options frame was first opened. The options that can be set for any graph
drawer are the following:

e Title. You can fill in any title you want for the graph in this field. This title is
displayed centered over the graph (top).

e Width. The width of the graph in pixels (minimum value is 400).

e Height. The height of the graph in pixels (minimum value is 200).

e X Range set. Determines whether the Graph Drawer should itself determine the
range along the z axis (horizontal) or that the values given by the user should be
used. When this option is set to Automatic, the range is set so that all values that
need to be displayed will precisely (eg. no larger than need be) fit in the graph.
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e X Range. The range along the z axis (horizontal) that is to be used when X Range
set 1s set to Rigid.

e Y Range set. Same as X Range set but now along the y axis (vertical).
e Y Range. Same as X Range but now along the y axis (vertical).

o X Ticks type. Sets how to compute the locations for the grid in the graph. By step
means that for every amount as specified by the setting X Ticks step a grid line is
placed. When By amount is selected, the Graph Drawer will attempt to place exactly
that amount of grid lines in the graph (along the z axis). The grid lines are always
placed at positions a positive or negative multiple of the tick step. This means it is
not done based on the lower range bound of the graph. For instance when the step
size is every 4 units and the lower value for the range is 10, the first gridline will
appear at 12 as that is the smallest multiple of 4 greater than 10. Again to point out
the difference, the first grid line is not placed at 10 + 4 = 14.

o X Ticks step. The amount of units for every which a grid line should be placed when
By step is selected for the X Ticks type.

e X Tick amount. The amount of gridlines that should be placed (independent of the
range) when By amount is selected for the X Ticks type.

e Y Ticks type. Same as X Ticks type but now along the y axis (vertical).
o Y Ticks step. Same as X Ticks step but now along the y axis (vertical).
e Y Tick amount. Same as X Tick amount but now along the y axis (vertical).

e Decimal precision. The amount of decimals that should be used to display the nu-
meric values along an axis. This means that rounding is done to the amount of dec-
imals specified. There are no recomputations done for the given amount of decimal
positions (for instance for the positions of the gridlines). The values are computed on
beforehand and then rounded. Although an amount of 0 decimals can be specified,
this only means that the value behind the dot will always be 0; one decimal is always
a minimum in displaying the numeric data.

o Sampling step size. Sets how the amount of samples that are used to draw the graph
entries must be determined. When By amount is selected, this value is taken directly
from the Samples parameter entry. When Clipping size is selected however, the
amount is taken to be the amount of pixels in the horizontal direction of the clipping
area. The clipping area is the part of the graph that is the actual drawing (not the
numeric data along the axis). This value is the minimum for a graph that in all cases
doesn’t cut off actual values.
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e Samples. The amount of samples that should be taken to determine the actual graph.
The more samples are used, the better the representation, but also the slower the
drawing. For normal view sizes (500 x 250), 5000 samples is more than enough for a
very smooth result.

e Auzis color. The color for the axis and the numeric data along the axis. The color is
to be specified in RGB format where the maximum value for any entry is 255 and
the minimum is 0 (eg. 256 steps).

e Grid color. The color for the grid.
e Background color. The color for the background of the graph (default is white).

e Title color. The color for the title of the graph.

Next to these various settings that can be set for any graph drawer, there is a button for
the legend. As the graph drawer can be used for a multiple of graph entries, a legend is
required for the user to be able to distinguish between the different entries. By pressing
the legend button, a separate frame is displayed that contains this legend information as
can be seen in figure 2.3.

The legend frame consists of three parts. The top part contains the entries in the graph.
These are listed top to bottom. On the left the type of line that is used to display the data
is given (solid line, dotted line, etc.). On the right of that entry a summary is given of
what the graph entry stands for. Whenever the supplier of data for the graph has set up
more information that does not fit on one line, the button on the far right that says Details
is enabled. When pressed, more specific information on that graph entry is displayed in
the center part of the graph which is a textarea. Finally, the bottom part of the legend
frame contains a button that allows the user to close the window.

These legends are mostly required when working with multiple runs as then mostly we are
varying some parameters, implying different graph entries. For instance if we are comparing
one—point crossover to two—point crossover and uniform crossover, we will typically have
three lines in the graph specifying exactly the results using these types of recombination
operators. In such a case, the legend is required to tell us which of the lines is which
operator.

Finally, it is common practice to use the results from experiments and save them to disk. At
a more professional level, the results are used in a book or a paper to be presented. In the
general sense, saving pictures of views to disk is discussed in the next section, section 2.4.
For views that use the graph drawer however, an additional option to what is described in
section 2.4 is available.

This additional option lies within the third button at the bottom of any graph drawer,
being the gnuplot button. By pressing this button, a new frame appears with GNUPLOT
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Figure 2.3: The legend for the graph drawer.
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information. The program GNUPLOT is a command-driven interactive function plotting
program that is freely available from the GNU community. This program is widely used
by researchers around the world to create professional graphs. Using the Gnuplot button
in any graph drawer view allows you to export the graph in the view to GNUPLOT. This
exporting is done through the external frame that appears once the button is pressed as
can be seen in figure 2.4.

The GNUPLOT data interface consists of two parts. The larger part of the frame is used
at the top by a textarea that contains the actual GNUPLOT data. The data will be split
over a multiple of files as the actual pointdata is saved in datafiles for GNUPLOT and one
file contains the actual plotting commands. The files are displayed in the textarea at the
top of a file. The filename is followed by a colon and is underlined with bars. In the lower
part of the interface, a textfield shows again the names of the files to be saved and files
that will be saved once the Save button is pressed.

Once saved, you will have files named graphtype_datafileX, where graphtype equals the
name of the graph you have saved and X equals a number that denotes the how manieth
datafile it is. Furthermore, there will be exactly one file named graphtype_plotfile. This
file holds the commands for GNUPLOT. Running GNUPLOT on this plotfile by executing
gnuplot graphtype_plotfile, a postscript file is generated on the standard output that
is the GNUPLOT result of the graph you saved when using the graph drawer.

The export to GNUPLOT will maintain most of the settings you have entered for the graphs,
such as ticks along the axis and axis boundaries, so the GNUPLOT representation is similar
to the result in the EA Visualizer. However, using GNUPLOT, manipulating graphs is much
easier, just as is most of all the combining of graphs. This requires only creating a new
plotfile in which other commands are given to construct the desired result as the data is
stored as numbers in datafiles. Otherwise, the graphical result of the FA Visualizer must
be manipulated, which is a significantly more time-consuming task. For more information
on GNUPLOT, you should refer to your local system administrator or the following URL
of the GNUPLOT WWW site:

http://www.cs.dartmouth.edu/gnuplot_info.html

2.4 Saving views as images

As noted in the previous section when we discussed the GNUPLOT export option for graph
drawing, the user will in the end want to save the results to disk and use them in a book
or a publication of some kind. Therefore there should be a way to save the views as images
in some graphics format. We have seen in this chapter that there are two types of views
in the EA Visualizer, namely internal views and external views. The internal views are
always graphical and it is intuitively clear that these graphics can be saved to disk just as
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2.4. SAVING VIEWS AS IMAGES 25

easily as they can be presented on screen. The external views however can be of a great
diversity and saving these as images to disk is not trivial to implement. Furthermore, the
external views will mostly be used for presenting numerical data. As such, it is often not
desired to save this numerical data as some graphical image. It is for this reason that
external views cannot directly be saved by using the EFA Visualizer and that the internal
clipboard of the OS must be used to save the data. In the following we shall describe how
to use the EA Visualizer to save internal views as graphical images and how to do this for
any type of view using the operating system. In the latter case however we only describe
WinDows and UNIX based systems.

2.4.1 Directly: using the EA Visualizer

Internal views are graphical representations of data. It is for this reason that it is intuitive
that it is desirable that such views can be saved to disk as images so they can be used
in reports. The EA Visualizer (not running as an applet) supports saving images in the
portable PPM format. This format stems from the PBM family, which stands for Portable
BitMap. The portable bitmap format is a lowest common denominator monochrome file
format. It was originally designed to make it reasonable to mail bitmaps between different
types of machines using the typical network mailers we have today. Now it serves as the
common language of a large family of bitmap conversion filters. The PPM format stands
for Portable PizMap and is an extension over the PBM to incorporate color. This format
is widely supported in many operating systems.

Actually saving an internal view in this format requires you to place the cursor over the
view you wish to save so that it becomes active in the EA Visualizer. This means a
yellow rectangle will appear around the view. At this point, as noted before, you can press
CTRL+F1 for direct help on the internal view. Alternatively, you can press the CTRL+S key
combination on your keyboard to save the view. After pressing the key, a file dialog is
presented in which a filename must be entered. Optionally, the extension .ppm can be
entered. Without this extension, the FA Visualizer will automatically paste it behind the
filename you enter. After having thus selected the filename under which to save the image
data, the system will save the data. If you have selected an existing filename, either the
filedialog will prompt you for acknowledgement for overwriting or the FA Visualizer will
do so if the system finds out that after adding . ppm to the filename, that file already exists.

After saving the view as a PPM image, you can use an image processing program such as
LViewPro under WINDOWS 95/98/NT or XV under X—WINDOWS to convert the image
to for instance postscript if you want to use it in a IXTgX report. Under X-WINDOWS
on UNIX, you might alternatively use the program convert, which is a very convenient
program for converting between file formats.
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2.4.2 Indirectly: using the OS

In the older versions of the FA Visualizer, directly saving internal views was not imple-
mented for several reasons. Therefore, the OS had to be used to establish this. Here we
describe how to do this in general and give examples for two different type of systems.

The general idea is that any OS has a so called clipboard which can be used to pin infor-
mation on to exchange between programs. This clipboard is of a general kind and can hold
any type of information. Using the copy and paste methods from your operating system,
images can be grabbed from the FA Visualizer and be saved to disk using some graphics
program for images. The general idea is to copy a graphic representation of the screen to
the internal clipboard of your operating system and subsequently to paste this into some
graphics program. You can then use this program to crop the image to the required se-
lection and to save the data to disk. This of course also directly applies to external views
just as much as it does to internal views. Next, we describe by example how to actually
achieve this for two operating systems.

Windows 95/98/NT systems

In these systems, the internal clipboard can be used for an image. The desktop can be
grabbed as an image and placed on the clipboard by pressing the PrtScn button on the
keyboard. This captures the entire desktop (what you seen on your screen) as an image.
More specifically, the Shift key can be held down while pressing the PrtScn button, which
will grab as an image the currently active window only instead of the entire desktop. This
means that when you activate the main GUI of the EA Visualizer by pressing anywhere
in that window, by pressing Shift+PrtScrn you will place the entire main frame of the
system as an image on the clipboard.

Having thus placed an image onto the clipboard, you can start some graphics program to
paste the image into. On any WINDOWS system, the program PAINT is available, but it
isn’t very useful in working with the images. Alternatively, you are recommended to get
some version of LVIEWPRO which is a much better program to view and edit pictures.
You should start up any such picture editing program and use the paste operation of the
program to paste the clipboard image to be the current image that is to be edited. By
selecting the desired part of the view, you can then use the crop operation to crop to the
part you wish to save and then save it in some graphics format using this graphical picture
viewing or editing program.

Alternatively, you might want to save the numerical text data that is contained in some
external view that has no direct means of saving data. To do this, you should select all
of the text in the textarea or textfield you wish to save and then press Ctrl+C on the
keyboard. Next, you should start up some text editing program (such as NOTEPAD) and
press Ctrl+V there to paste the text data to the text editing program. You can then save
this text to store the required data from the EA Visualizer.
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Unix systems running X—Windows

Using X-WINDOWS, it is not possible to grab an image to the internal clipboard as is
possible using WINDOWS variants. Instead, we assume that you have the standard picture
viewer and editor XV installed on your system. You should start up this program when
you wish to save graphical information from the FA Visualizer and display the controls
by pressing the right mouse button in the graphics window of XV. In the control window
of XV, you should then press the Grab button and select to hide the XV windows when
grabbing. When then selecting to start grabbing, the XV windows disappear and you can
grab entire windows by pressing the left mousebutton or grab rectangular selections by
pressing the mousebutton in the middle. This will place the grabbed area in the graphics
window of XV, which will then reappear. By using the controls of XV, you can now save
the image in the desired format.

Saving the text data is similar as is the case when using WINDOWS variants. You should
take care to select the part of text that you wish to save and then press Ctrl+C. By then
opening an editor (such as NEDIT) and by then pressing Ctr1+V, the text is pasted into the
text editor program and the text can be saved. Alternatively, if the use of the Ctrl keys
does not work, you can still select the part you wish to save in some external view of the
FEA Visualizer and then start an editor program. However, you should now not press first
Ctrl+C and then Ctrl+V, but press the mousebutton in the middle in the active editor
window to copy and paste the text directly in the editor.
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Chapter 3

Single Runs

To establish some form of a system description with respect to its actual usage, we could
provide figures of the system and explain all components within it, describing all menu
items and buttons in the system. Such is however already done in the help system. This
means that when the user doesn’t understand something, by simply pressing F1 the required
information is displayed. There is something that is not contained in the help system as it
is hard to provide a place for it unless we create a commercial product and incorporate a
lot of external documentation in terms of short movies that explain how to use the system.
What we are referring to is some means of how to use the system by example.

The system is provided with information on every part of it, but it does not have some
means of showing the user how to typically run an algorithm and visualize the results.
This addition is provided in this tutorial. We describe some examples of visualizations
done and algorithms run with the FA Visualizer. Through a series of examples, we show
the reader step by step how the algorithms are created and what actions are to be taken
in order to get the system running. Before describing the settings in the EA Visualizer,
we wish to note at this point that the examples shown in the following subsections are not
to prove anything or to achieve interesting results with respect to evolutionary algorithms.
They are merely meant to demonstrate the usage and the capabilities of the system.

3.1 On single runs and multiple runs

Evolutionary algorithms belong to the class of probabilistic algorithms because of their ran-
dom aspect in applying operators with a specified chance, the creation of random genomes,
etc. As such we can never rely on these algorithms in one single run to provide us with
information from which we can then draw conclusions on how good or bad it is in any sense.
Therefore, experiments with EAs are always (or at least should always be) performed a
multiple of times. The results are then combined (for instance by averaging).
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The whole idea of setting up the FA Visualizer has been to create a new way to look at
evolutionary algorithms, namely through interactive visualizations. As multiple runs are
mostly conveyed when the user is occupying him or herself with other activities because
they take a lot of time, these interactive visualizations imply the main utilization of the
EA Visualizer be through the usage of single runs.

Nevertheless, the position of these single runs and the interactive visualizations within
the research should be reviewed here. Not only are indeed continuous and interactive
visualizations a great tool to learn about and research evolutionary algorithms, they are
also a way to quickly establish satisfaction regarding intuitions. In order to then generate
a thorough investigation, a multiple of runs is still needed. Next to that, using the single
run version on beforehand guards the user from wasting a lot of time in computing results
over a multiple of runs on wrong settings. Still in the end, the user will want to be able
to perform a multiple of runs with different settings in order to compare results. It is
important to realize that a general system for evolutionary algorithms is not complete if in
the end one is not capable of running an algorithm a multiple of times and of combining
the results.

Furthermore, not only is it common practise (not only for evolutionary algorithms) to test
an algorithm a multiple of times, but also to test it on problems with a different size or
with different settings for the algorithm. As such, the availability of a multiple runs version
that provides the option for running algorithms with different settings of all kinds is always
a valuable and almost indispensable property.

Therefore, the EA Visualizer can be used in two important ways in order to investigate
the behaviour of a certain evolutionary algorithm. These two approaches are known as the
Single Run EA and the Multiple Runs FA.

The Single Run EA is the one time execution of a specific evolutionary algorithm with
specific settings for its parameters. The execution can be observed but in addition the
execution can be stopped at any time in between generations. At such a point the settings
of the EA can be altered to inspect the influence of different strategies or parameters for
a given problem in a direct sense. Further interaction is achieved through the views, but
such is dependent on the functionality of a view.

The Multiple Runs EA facilitates in performing a thorough benchmark/performance test
with multiple settings over multiple runs. It is widely accepted that because of the ran-
dom aspect within each evolutionary algorithm, in order to make any conclusions about
the performance, the results should be statistically combined over an amount of separate
runs. The Multiple Runs FEA in the EA Visualizer provides the possibility to enter differ-
ent values for parameters (like selection size and population size), different instances for
components (like selection strategy and recombination operator), possible links between
them preventing a crossproduct in settings and the specification of the amount of times to
run one specific evolutionary algorithm (specific parameter values and specific component
instances).



3.2. EVOLUTIONARY ALGORITHMS IN THE EA VISUALIZER 31

In this chapter, we observe the direct way of running and visualizing EAs, which is thus
called the Single Run EA in the system. It should be clear to the reader at this point
what the difference is between the single run and the multiple runs and why these two
versions are needed. In this chapter we shall also look at how Evolutionary Algorithms
are represented in the system. Understanding the structure of EAs in the FA Visualizer
strongly aids the user in understanding how EAs can be created and run. In this tutorial
we do not go into why the representation (decomposition) of EAs is of the form we shall
see, but will only present what it is like. For background information, the reader should
refer to more technical papers on the EA Visualizer [5, 6].

3.2 Evolutionary algorithms in the EA Visualizer

Because of software engineering aspects, it was determined that the modeling of EAs
should be modular [5]. This implies that the EAs are represented by components that
work together in some general framework. We call these components a decomposition of
EAs. By specifying this framework and the dataflow from one component to the other, we
have defined a structure for EAs. An actual evolutionary algorithm is then no more than
having an instance for each such component in the decomposition. For example, we have a
Recombinator component and a possible instance is Binary String — One Point Crossover.

At the outset a common view on EAs is the basis of the framework in the EA Visualizer.
This common view is depicted in figure 3.1. It holds nothing more than the running of an
EA for one generation at a time until the termination condition is met. It is the Evolve step
that truly determines the way EAs can be modeled in the system. This step is graphically
presented in figure 3.2 and should be intuitively clear. All together, the following algorithm
is constructed:

t=20
initialize(P(t))
evaluate(P(t))
while not terminate(P(t)) do
sel = select(P(t))
mat = mate(sel)
rec = for each mated collection m € mat do recombine(m)
mut = for each genome g in each recombined collection r € rec do mutate(g)
hyb = for each mutated genome h in each collection m € mut do hybrid(h)
rep = replace(hyb, P(t))
P(t+ 1) = select(rep)
evaluate(P(t + 1))
t=t+1
od
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Figure 3.1: Coarse grained decomposition of evolutionary algorithms.

In this algorithm a number of components can be seen. Next to these components however,
there are also components that are not directly visible from either figures or the above
algorithm. In the following we shall give a description of all components present in the
EA Visualizer that make up the decomposition and thus the general framework. When
working through the examples in the remainder of this chapter, the reader is advised to
look back at the decomposition to imagine how the instances selected in the example work
together in the algorithm installed. Understand why parameters are set in what way and
how instances work together to get a good feeling for modeling EAs in the EA Visualizer.
First however, we shall now present the definition of the components in the decomposition
of evolutionary algorithms in the EA Visualizer:

| Name | Description |

Population | A Population is a container for the genomes. When looked upon
as a storage facility, the Population is nothing more than a collec-
tion of objects, but in the evolutionary algorithm it can come to
hold more information than just such. For instance information
on clusters or linkage between genomes can also be incorporated
here, making the Population vastly more important than merely
the holder of a collection of genomes. Like the Fitness Func-
tion, the Population serves as an environment. The difference is
that the environment induced by the Population regards infor-
mation about the structure and the linkage between genomes as
opposed to information regarding the search space of the opti-
mization problem.
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Figure 3.2: Fine grained decomposition of the generation step in evolutionary algorithms.
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Name

Description

Fitness Function

The Fitness Function rates the genomes and therefore the solu-
tions according to their fitness. Very important alongside this
definition is the fact that the Fitness Function of course also
defines what a “better” fitness value is (maximization or mini-
mization for instance). Observing this definition in terms of the
algorithm, it is clear that the Fitness Function defines a map-
ping from the solution space to the real numbers. This points
out that the Fitness Function plays the role of the environment
in the optimization problem. It holds the information that is
specific for the problem instance. Finally, the Fitness Function
implicitly defines a genotype-phenotype mapping. To be more
precise, it denotes the exact location in the problem space for
each genome. It is clear that based on this location, the Fitness
Function computes its fitness values. Hence the Fitness Function
can map a genome onto its phenotypic equivalent.

Genotype

A genome represents a potential solution to a problem. It codes
the problem specific information that describes a point in the
search space. How the solution information is coded within a
genome, is determined by the Genotype. Like in imparative pro-
gramming languages, it designates the type of a value container
where in this case the value container is a genome instead of a
variable.

Hybrid Searcher

The Hybrid Searcher is an extension to the conventional evolu-
tionary algorithm as it need not make use of evolutionary opera-
tors. It facilitates the optimization of individual genomes outside
the evolution process. After both the Recombinator and the Mu-
tator have been applied, a Hybrid Searcher is used to optimize
every single offspring genome. The Hybrid Searcher has no fur-
ther knowledge on the execution of the evolutionary algorithm
in the larger setting. The system will provide it with the genome
it needs to locally optimize when needed.

Mater

The Mater is an operator that puts together the parent genomes
that were selected by the before Selector in groups. These groups
need not be disjoint, but such is usually the case. The genomes
that are placed together in a group will produce offspring to-
gether, for it is the groups that result from this operator that
are transferred one by one to the Recombinator.




3.2. EVOLUTIONARY ALGORITHMS IN THE EA VISUALIZER

| Name

| Description

Mutator

The Mutator implements the operation where the coincedental
exploration of the search space takes place. The exploration is
such because the mutation of a genome is mostly totally random.
The Mutator has no further knowledge on the execution of the
evolutionary algorithm in the larger setting. The system will
provide it with the genome it needs to mutate when needed.
These genomes are the offspring as resulting after the application
of the Recombinator to the mated parents.

PRNG

In order to explore vast amounts of the search space (or at least
to be able to do so), the usage of a certain random number gen-
erator can have a great effect. When using a random number
generator that only generates so many different combinations,
the exploration of any evolutionary algorithm is thereby inher-
ently limited as well. In order to provide the user with a degree
of freedom as to be certain of a well implemented Pseudo Ran-
dom Number Generator, this functionality has been placed into
a separate component.

Recombinator

The Recombinator implements the operation where the inheri-
tance of genetic material as found in nature takes place. This
operator takes an amount of parent genomes and by combining
the information that is stored within their genetic structure in
some sense, creates new offspring. In this way an exchange in
solution information information takes place, causing a traversal
through the search space of a certain kind to take place. The
Recombinator has no further knowledge on the execution of the
evolutionary algorithm in the larger setting. The system will
provide it with the parents it needs to recombine when needed.
These groups of parents were compiled prior to the application
of the Recombinator through usage of the Mater.

Replacer

The Replacer determines (before any optional after selection op-
erator) which genomes will be in the population in the next
generation. The replacement strategy implements a way to
place the offspring back into the population and thereby pos-
sibly replacing already present genomes. The Replacer is pro-
vided with the current population as well as the offspring and
relation between these offspring genomes and the parents that
created them. Based on that information, a selection is made as
to see what genomes survive. As such, this operator is part of
the selection process.
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| Name Description |

Selector The Selector is an operator that is capable of selecting genomes
from a population. This selection process needs not to select any
genome at most once. Individual genomes can be selected mul-
tiple times. It is not said that a Selector has to select the better
genomes, but usually this will be the case. In the evolutionary
algorithm framework used, selection is applied twice during the
evolution of one generation. First, it is applied as the before
Selector, selecting the genomes that will act as parents during
the current generation. Who is to survive is not yet pointed
out, as the Replacer specifies which genomes will eventually be
placed in the population. Second, the selection operation is ap-
plied directly after replacement has taken place. Here, as the
after Selector, it does define exactly who is to survive, for only
the genomes that are selected this time are placed within the
resulting population.

Similarity | In order to be able to compare genomes and use this information
when defining evolutionary operators, the Similarity component
is part of an evolutionary algorithm in the general framework. A
Stmilarity component takes two genomes and determines to what
extent they are equivalent. This information can for instance be
used when mating genomes to create offspring or when replac-
ing genomes in the current population to find the best or worst
match.

Terminator | Eventually we want the evolutionary algorithm to terminate. For
this task, a separate component has been created, being the
Terminator. The component is provided with all the relevant
information from the evolution process during the last genera-
tion. The Terminator then determines based on this information
whether or not the algorithm should terminate.

3.3 The single run settings interface

By selecting New Single Run EA or by pressing F4 on the keyboard, an interface is dis-
played in which the settings can be entered for a single run evolutionary algorithm. This
means that for each component of the general framework for evolutionary algorithms as
stated above, the user must select an instance. The selected and available instances are
placed in the lists at the center of the interface. An overview of this interface is given in
figure 3.3.
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Figure 3.3: The GUI for single run EA settings.
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Whenever a selected instance has parameters, the Parameters button on the right side
of the list belonging to that selected instance is enabled. By pressing this button, an
interface is displayed with the Parameter Components in which the parameters for the
selected instance are to be filled in.

At the bottom of the interface, the recombination and mutation chances are to be specified.
If your screen resolution is not high enough to host all of the components, the lists are
divided over two pages and the recombination and mutation chances are located at the
bottom of the second page.

Once for all components an instance has been selected and all the parameters are filled in,
the Create FA or Apply button can be pressed to dismiss the interface. The name of the
button is dependent on whether you are editing the settings for a new or for the current
evolutionary algorithm respectively. Pressing the Cancel button discards any changes and
dismisses the interface as well.

Four components are so called Dependency Imposing components. These components are
used by other components in the process of creating the next generation of genomes.
Because of this, the selection of the other instances for components can be dependent
on what selection has been made for these Dependency Imposing components. These
Dependency Imposing components are the Genotype, the Fitness Function, the Similarity
and the Population. When selecting an instance for a Dependency Imposing component,
the interface will filter all the other lists for the components so as to see which instances
are allowed to be selected now that this instance for this Dependency Imposing component
has been selected. For instance, when selecting the Genotype to be Binary String, the
other lists of instances for components will only list the instances that can be used for that
genotype. This will mean amongst other things that the ES Recombinator will disappear
as will the ES Mutator.

Next to entering the settings by hand, settings can be loaded and saved (if the system
is not being run as an applet). Loading and saving can be established by pressing the
Load Settings and Save Settings buttons respectively at the bottom of the interface. By
pressing the the Load Settings button, an interface appears as is depicted in figure 3.4.
This interface shows a large textarea where the summaries for the settingsfiles are shown
once a file is selected in the list of selectable files at the bottom of the interface. Once
the desired settingsfile is located, the settings can be actually loaded by pressing the Load
button. This will dismiss the interface and alter the settings interface according to the
settings in the settingsfile that was selected. The interface can also be dismissed without
loading settings by pressing the Cancel button.

Saving settings in the FA Visualizer is done through the interface that becomes visible
after pressing the Save Settings button in the settings interface for the single run EA. This
interface for saving settings is depicted in figure 3.5. The interface shows two textareas. In
the above textarea the summary for the settingsfile to be saved can be edited. The lower
textarea shows settingsfiles that currently exist in the system. The settingsfiles that were
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Egﬁﬁave EA Settings

Figure 3.5: Saving single run EA settings.

shipped in the original configuration cannot be overwritten. At the bottom of the interface
the filename for the settingsfile can be entered. Once the desired information is entered, the
settings can be actually saved by pressing the Save button. This dismisses the interface,
gathers the information from the settings interface and actually saves the information to
disk. The interface can also be dismissed without saving settings by pressing the Cancel
button.

3.4 Examples

In this section we present various examples. The examples are chosen so that there is a
variety in applications, showing the diversity of the EA Visualizer system. The examples
range from simple to more difficult, starting off with something simple. The examples
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presented are sometimes described in less detail than in others, but nevertheless the reader
is guided in the use of the FA Visualizer, especially when the examples get more involved.

3.4.1 Edge map recombination for the TSP

In a first example you are taken through the FA Visualizer step by step and are shown
through what steps an EA can be created, run and visualized. In the next section, more
examples will be given over a variety of applications. However, in this section the process
of establishing such an EA visualization is described in full detail, whereas the subsequent
examples are presented more briefly.

The standard package of the FA Visualizer contains a basic working set for the 2-dimensional
symmetric geometric traveling salesman problem. This problem states that we are to find
the shortest path between a given set of cities in the 2-dimensional plane in such a way
that every city is visited exactly once and the city where we start is also the city where
we end. The distances between the cities are the Eulerian distances. It follows that the
resulting tour is a Hamilton cycle. The 2-dimensional geometric version of the TSP (Trav-
eling Salesman Problem) was chosen because easy visualizations that are both interesting
and fun to see can be created. In this section we see how to use the FA Visualizer to try
to find an approximation to the problem using evolutionary algorithms.

At the outset we choose to use one of the better recombination operators for the numbered
list representation of the solutions to the TSP. This recombination operator is the edge
map recombination strategy. This is one of the better “blind” operators that stem from
the first generation of operators for the TSP. Blind operators do not utilize any domain
specific information from the problem at all. Only the information from the parents is used
to generated new tours. The edge map recombination operator has turned out to be one of
the best of this kind. Mathias and Whitley [11] have shown that the edge crossover can even
be improved further, which resulted in an edge-2 and an edge-3 crossover operator. The
edge map recombinator uses a so called edge map. This edge map is a table in which each
city is stored. Behind each city a list is placed which holds the cities that are neighbours
to this city in the parent tours. These lists therefore all have a length no larger than four
cities. The recombination process is then performed as follows:

1. Select first city from one of both parents to be the current city.

2. Remove the current city from the edge map lists.

3. If the current city has any remaining edges, go to step 4, otherwise go to step 5.
4

. Choose the new current city from the edge map list of the current city as the one
with with shortest edge map list.

5. If there are any cities left, select the city with the shortest edge map list to be the
current city and go to step 2.
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It follows that the operator according to the above definition creates 1 offspring genome for
every two parents. This means we have to select twice as many parents so as to get enough
offspring back to replace the current population and keep the population size equal.

We are now ready to enter the settings of the evolutionary algorithm. By pressing F4 in
the main window or by selecting NEwW SINGLE RUN EA from the EA menu, we open the
settings window and enter the settings as is depicted in figure 3.6. At the top of the win-
dow we select to use the TSP Numbered List as the genotype. The similarity component
is not interesting as we are not concerned with niching or any other means of similar-
ity usage. We therefore select the only thing we are allowed to select: No Similarity.
The fitness function is one of the most interesting parts of the settings. We select the
Geometric TSP Numbered List and notice that the Parameters button on the right of
it is enabled. By pressing that button we can specify the parameters for the component
which in this case is of course the locations of the cities. As this is an unusual type of
parameter component, we show this situation in figure 3.7. At the top we can enter the
coordinates of the cities. We can also directly enter the cities by clicking them in the white
rectangular area. We wish to use the TSPBIB library set ei1101 that contains 101 cities.
After reformatting the data in this set to be the right input to the EA Visualizer, we enter
the locations for the cities, resulting in the drawing of the city locations as can be seen in
figure 3.7. By pressing Apply we select to go with the entered settings.

We continue to enter the settings for the evolutionary algorithm by selecting that we wish
to use edge map recombination as the recombination operator and no mutation whatsoever
as the mutation operator. The outset of the evolutionary algorithm determines how we
should select our remaining components. We choose to select some classical configuration
by installing a selector on beforehand and using only the offspring genomes as the genomes
of the next generation. This leads to selecting tournament selection as the before selector.
We enter to select 400 genomes from the population with a tournament size of 2. Note that
the tournament selection strategy is found by scrolling down the list of available selectors.
The after selector is set to no selection and the mater to the simple mater that is to create
mating groups of size 2 so as to achieve the classical configuration as requested. Continuing
on this note we select to have the New 0ffspring Only as the replacement strategy which
is once again located in the lower part of the list. This replacement strategy only takes the
offspring genomes as the individuals of the population of the next generation. Furthermore
we employ no hybrid searcher and select to use the standard population implementation,
namely the Vector Population. We specify to have 200 genomes in the population which
is correct with respect to the selection of 400 genomes by the before selector because
the recombinator creates one offspring genome for every two parents implying that the 400
selected genomes are recombinated into 200 offspring. Finally we select to use the standard
prng that is provided within any JAVA distribution. We finish entering the settings for the
evolutionary algorithm by pressing the Create EA button, accepting the chance of 1 for
recombination and 0 for mutation (of which the latter is not of interest because we have a
non contributing mutation operator).
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Once the evolutionary algorithm has been created, we press the F8 button or select
Add View from the Views menu to add views in order to visualize information about
the evolutionary algorithm. The window that appears resulting from this action is shown
in figure 3.8. We select to add four views. First of all we wish to see directly some of
the solutions. The most interesting solutions are the best and the worst genome. As we
are optimizing a 2-dimensional geometric TSP, we add two Geometric TSP Tour views
that show the best and the worst tour in the population. Below these views we specify to
have two statistics views to have some statistical feedback on the evolution process over a
multiple of runs. These views are both Fitness Statistics views that display the fitness
average of the population and the fitness standard deviation. These numbers are displayed
as a function of the generation counter. After adding all these views, we press the Close
button in the Add View window and we are ready to run the evolutionary algorithm.

Running or stopping the evolutionary algorithm is done by using the three buttons un-
derneath the menubar in the main window of the system. The buttons have been chosen
similar to those of a CD or cassette player and are therefore intuitively easy to use. The
leftmost of the buttons is the “play” button and can be used to start or continue the algo-
rithm. The button in the middle is the “stop” button and can be used to stop the algorithm
at some point. Finally the rightmost button can be used to do one generational step and
is called the “step” button. All buttons are grey when they are disabled. They turn to
a yellow-red combination color when they are enabled. By pressing the “play” button,
the evolutionary algorithm starts and we can observe the best and the worst tours that it
contains each generation as well as the fitness statistics we chose to view. In figure 3.9 the
situation is displayed after 235 generations.
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Figure 3.10: A single step of the evolutionary algorithm with a 2-Opt heuristic.

After these 235 generations we observe that the fitness average of the population is not
decreasing fast enough anymore to our satisfaction and the tours are far from something
interesting yet. The standard deviation is still rather large, but seen the fitness average
this tells us only we have some rather bad and even worse tours. So after 235 generations
we edit the settings of the current evolutionary algorithm by pressing F5 or by selecting
Settings Current Single Run EA from the EA menu. We select to use the 2-Opt hybrid
searcher for the TSP and use the step button to do one step in the algorithm. The results
are shown in figure 3.10. This demonstrates the influence the user can have directly on the
evolutionary algorithm and the conclusions that can be drawn when applying some new
strategy somewhere right in the middle of a run.

Because we have no interest in this section to investigate any properties of the evolutionary
algorithm or the selected recombination operator specifically, we do not draw any conclu-
sions about any results here. As we are demonstrating the system itself and we want to
provide an example of typical usage, we would for instance at this point like to just let the
original algorithm run again with this intermediate result. We establish this by editing the
settings of the current evolutionary algorithm again and by removing the hybrid searcher.
Then by pressing the “play” button, we continue evolution. After 603 generations, the
results have turned worse again and the nice approximations that we saw after one step
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Figure 3.11: The resulting visualizations upon termination.

with the hybrid searcher have somewhat vanished. The algorithms was therefore altered
to again employ the hybrid searcher from generation 603 and on. The standard deviation
and fitness average immediately dropped, but the selective pressure was still not great
enough to converge to a single solution. To this end, elitist replacing (see section 3.4.4)
was employed as replacement strategy after 655 generations. After 30 more generations,
the algorithm finally terminates with a tour that is slightly better than the one first found
when first using the 2-Opt searcher. This situation is depicted in figure 3.11. Note how
all the buttons are now disabled and the status is marked as Terminated.

Finally, we use the FA Visualizer to magnify the result by enlarging the view. This is
done by selecting the view in the Views menu and altering its dimensions. Once again
we note that we are not interested in drawing any conclusions about the results for any
reason, but we do wish to finish this example by providing a nice view of the results. The
tour that was finally found is depicted in figure 3.12 and is a rather acceptable result at
first glance. This concludes our stereotypic example of using the system with a single run
version. The number of options is far greater than demonstrated here and can be made
as great as required by implementing some interesting usage of the interactivity offered by
the FA Visualizer. We merely set out to provide some feeling for how to use the system.
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Figure 3.12: The resulting tour, displayed magnified by the system.
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3.4.2 Bitcounting

One of the most simple optimization problems for genetic algorithms is the bitcounting or
one—max problem. In the EA Visualizer, a fitness function is defined that implements a
fitness landscape according to this fitness function. The Bit Counting fitness function is a
simple fitness function that counts in the 1 symbols or the 0 symbols in the binary string.
This fitness function is therefore defined specifically for the Binary String Genotype.
There are two ways in which bits can be counted in this fitness function, but we only
regard one of these two options, namely One-Maz. This problem is the classic bitcounting
in which the fitness value of a binary string is equal to the amount of bits set to 1.

We wish to run a simple GA with one—point crossover on this problem and observe the
trajectory and the form of the binary strings in the population. At the same time we would
like to trace some schemata to see what type of binary strings occur more frequently in
the population.

First of all, we need to specify how to set up the FA Visualizer. In the sections containing
the examples of creating and running single run EAs, including this one, we provide the
settings in a table. After having read the extensive example description in section 3.4.1,
the reader should be able to configure the FA Visualizer using only the table information
and as such, doing so could be seen as an exercise. The following table shows the settings
to be entered for a new single run EA:

| Component | Instance | Parameters |
Genotype Binary String String length 100
Similarity No Similarity —
Binary String —

Fitness Function Counting type One-max

Bitcounting

Binary String —

One Point Crossover
Mutator No Mutation —

Selection size 100
Tournament size 2
After Selector No Selection (Select All) | —

Recombinator Offspring Arity 2

Before Selector | Tournament Selection

Mater Simple Mater Grouping size 2

Replacer New Offspring Only Report popsize warnings Yes
Terminator All Equal Genomes —

Hybrid Searcher | No Hybrid Search —

Population Vector Population Population size 100

PRNG Standard Java PRNG Seed Any

Use Random Seed Instead Yes

The value Any for the seed parameter of the PRNG component means you may pick any
value. Here, you may alternatively set the second parameter of the instance to Yes for a
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random number to be picked by the system to use as a seed. Having entered these values in
the settingsinterface, we press the Create EA button, after which the system will notify us
in the message frame that the creation of the new EA is completed. We are now supposed
to add views for visualization, after which we desire to run the EA and witness the results.

We select Add View from the Views menu or alternatively press F8 in the main GUI and
select to add the population dots view which will give us an overview of the population
contents. As our population holds 100 members of string length 100, we select the width
of the view to be equal to the height of the view so that the bits are represented as
squares rather than rectangles and go with the initial settings for a view of 200 x 200
pixels. Pressing the Apply button immediately displays the population dots view, which
should give you the view of a random population, meaning a random mix of blue and red
dots in a square view. As we noted in the beginning of this example, we wish to observe
some schemata to see what happens in the population using this method. To this end, we
select to add a Schema Tracer view. First we must now decide which schemata to trace.
Because all bits in all positions are equal in contribution to the search problem, we may for
instance only regard the first so many bits to trace some schemata. We decide we want to
see all schemata with fixed bits for the first three positions and don’t care symbols for the
remaining positions. To this end, we enter the following string for the Schemata to trace
parameter:

8 sk ok ok ok sk ok ok ke ok sk ok sk ok ok sk ok sk ok sk ok ok e ok sk ok ok sk ok ok sk ok sk s ok sk ok ok ke ok sk ok ok ke ok sk ok ok sk ok ok sk ok sk ok ok sk ok sk ke ok ke ok ok ok ok sk ok ok sk ok sk sk ok sk ok ok ok ok ok s ok sk ok ok sk ok ok sk ok ok sk kok ok

Furthermore, we select to view the number of individuals in the population that are
matched by a schema by selecting # In Schemata from the Statistic parameter options.
We do the same for two more schema tracer views, but now select to view the fitness
average and fitness standard deviation. Having added these views, we stop the adding
of views by pressing the Close button in the interface for adding views and behold the
viewing space of the FA Visualizer with four views as can be seen in figure 3.13.

At this point, we press the Play button in the buttonbar and observe the evolution process
and the visualization thereof in the FA Visualizer. Quickly already, we can observe in
the population dots view that the view is turning red. This means that the amount of ‘1
symbols in the population is increasing. The optimum is of course a string with only such
symbols, so we indeed hope that the entire population dots view will end up red. The
final result in our ru